Node Express CRUD using TypeScript and Dependency Injection

Framework used: Express Js v4.17.1  
Server: Node js v14.15.5

Language: TypeScript v4.2.4  
Query builder: Knex v0.95.6

Dbms: MySQL

GitHub Link for Project:

Start by creating a new directory where you keep your projects in your local development environment.

Let us assume we are inside **E:/NodeExamples.**  
In this directory we have created a project folder named **KnexCrudApp.**  
Inside project directory, use npm’s initializer command to create a **package.json** file:

**npm init –yes**  
  
The **--yes** flag uses the default settings when initializing a **package.json**

The **package.json** file created might look something like this:

{

"name": "KnexCrudApp",

"version": "0.0.1",

"description": "",

"main": "index.js",

"scripts": {

"test": "echo \"Error: no test specified\" && exit 1"

},

"keywords": [],

"author": "",

"license": "MIT"

}

Now let us add an express package. From the terminal window, run the command:  
**npm install express -s**

Next, create a new file called **index.js** at the root of the project with the following code to trigger a minimal server:

const express = require('express');

const app = express();

const PORT = 8000;

app.listen(PORT, () => {

console.log(`[server]: Server is running http://localhost:${PORT}`);

});

**Now we will add TypeScript in the project**

Let’s add two libraries to the development server as **devDependencies**.

* **typescript** is a core library that helps to compile the TypeScript code to valid JavaScript
* **ts-node** is a utility library that helps to run a development server written using TypeScript directly from the terminal

To install them, from a terminal window run the following command:  
**npm install –D typescript ts-node**The **-D** flag is also known as **--dev** flag and is a specification for the package manager to install these libraries as **devDependencies**.  
Once these libraries are installed, go to the **package.json** file and see a new **devDependencies** object:

"devDependencies": {

"ts-node": "10.0.0",

"typescript": "4.2.4"

}

Install declaration files for Node Js and Express:

Declaration files are predefined modules that describe the shape of JavaScript values (the types present) for the TypeScript compiler. Type declarations are usually contained in files with a **.d.ts** extension. These declaration files are available for all libraries that are originally written in JavaScript and not TypeScript.  
To add these types or the declaration files related to a particular library or a module, you have to look for the packages that start with **@types** namespace.

For example, the type definitions for Express library is kept under a specific package called [**@types/express**](https://www.npmjs.com/package/@types/express). For using a utility library such as **bodyParser** (which is a middleware to parse an incoming request’s body), there is a specific type of definition module called [**@types/body-parser**](https://www.npmjs.com/package/@types/body-parser).  
  
To install type definitions for Node.js and Express, run the below command. Do note that, these type definitions are installed as **devDependencies**:

**npm** **i -D typescript @types/bcrypt @types/body-parser @types/cookie-parser @types/cors @types/express @types/jsonwebtoken @types/node**

Next, create a **tsconfig.json** file at the root of the development server project.  
We can create this file manually or we can use the following command to create it:

**tsc** -**init**

This file allows you to customize TypeScript configuration and add other configurations to compile the TypeScript project:  
{

"compilerOptions": {

"target": "es6",

"module": "commonjs",

"rootDir": "./",

"outDir": "./build",

"esModuleInterop": true,

"strict": true

}

}

The **compilerOptions** is a mandatory field that needs to be specified. The options used in the config above are:

* **target** allows us to specify the target JavaScript version that compiler will output
* **module** allows us to use a module manager in the compiled JavaScript code. The **commonjs** is supported and is a standard in Node.js
* **rootDir** is an option that specifies where the TypeScript files are located inside the Node.js project
* **outDir** specifies where the output of the compiled is going to be located
* **esModuleInterop** allows us to compile ES6 modules to **commonjs**modules
* **strict** is an option that enables strict type-checking options

There are other configuration options also, that you can add on for the TypeScript compiler but these are the basic configuration options specified that can help you to get started.

**Create an Express Server with .ts extension**Now you can easily convert the **index.js** to **index.ts** file. That is the first step. Rename the file to **index.ts.**

Open **index.ts** file. You can now use the **import** statements from ES6. The only required package right now in the **index.ts** file is **express.** Replace it with the following statement:  
  
import express from 'express';

// rest of the code remains same

const app = express();

const PORT = 8000;

app.listen(PORT, () => {

console.log(`[server]: Server is running http://localhost:${PORT}`);

});

The TypeScript compiler will handle the conversion of import statements to require statements.

## **Watching file changes with nodemon**

Another development related utility library we will use when working on Node.js projects is **[nodemon](https://www.npmjs.com/package/nodemon" \t "_blank).** Let’s install this using the command below:  
**npm** **install –g nodemon**

**nodemon** is a tool that helps develop Node.js based applications by automatically restarting the Node application when file changes in the directory are detected. To use it, you may add a **start** script in the **package.json** file as specified below:

"scripts": {

"start": "nodemon index.ts",

},

Now, open terminal, and run **npm start**.

The **ts-node** utility checks for any file changes in the current TypeScript project. If there is a TypeScript error, this module will let the **nodemon** crash the server and instead display that error.

## **Compile a TypeScript project**

To compile a TypeScript project to a valid JavaScript one, start by declaring a new script called build inside the **package.json** file:

"scripts": {

"build": "tsc --project ./",

},

TypeScript provides a command to compile the code called **tsc**. This command demands a flag to specify as to what to compile. The **--project** (shorthand: **-p**) is used to specify the project directory that the compiler can pick the code files from to compile to valid JavaScript. The **./** specifies the root project.

From the terminal window, run the build command to compile the code:

**npm run build**

There is a new **build** directory created after this command executes successfully. Inside this directory, there is the TypeScript code compiled to valid JavaScript.

## **Directory Structure of the project**

Create the following directory structure in KnexCrudApp project
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**build** and **migrations** folders will be generated automatically upon compiling typescript and creating migrations respectively.

Let us start by creating **models** folder. This folder will contain all the models to be used in the project. Create a file **Employee.ts** in models folder with following code in it:

export interface Employee{

    id?:number;

    fname:string;

    lname: string;

    phone: string;

    dob:Date;

    salary:number;

    createdAt?:Date;

    updatedAt?:Date;

}

Here **?** represents the optional attribute. It is not mandatory to fill id, createdAt, and updatedAt attributes because they will be autofilled by the query builder.

Now install **knex** query builder to perform CRUD operations on our model.

**npm** **install knex --save**

then install suitable database driver (for this example we are installing mysql driver)  
**npm** **install mysql**

In next step we will configure knex to connect with mysql. Define connection parameters in **.env** file.  
Create **.env** file in root directory with following key value pairs:  
DB\_HOST=localhost

DB\_USER=root

DB\_PASS=

DB\_NAME=yoyodb

DB\_DIALECT=mysql

To configure knex with mysql create **database.ts** file in **config** directory.
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In **database.ts** load **.env** file to use its parameters. To load .env file install a dependency **dotenv**

**npm** **install dotenv**

Do the following configs in **database.ts**

import \* as dotenv from 'dotenv';

dotenv.config();

export const DbConfig = {

    client: process.env.DB\_DIALECT,

    connection: {

        host: process.env.DB\_HOST,

        user: process.env.DB\_USER,

        password: process.env.DB\_PASS,

        database: process.env.DB\_NAME

    }

}

Now install knex CLI:

**npm** **install –g knex**

Now with the help of knex cli, generate a file to provide knex the db configurations which we have created recently.

Use following command to create it:

**knex init –x ts**

This will generate **knexfile.ts :**

This file will configure the knex with development, testing, and production environment. Here we can mention different set of config values for different environments. As of now we are configuring only the development environment. Database configs are already present in **./src/config/database.ts.** We have to import this to use. **knexfile.ts** will have following content:

import {DbConfig} from './src/config/database';

module.exports = {

  development: DbConfig

};

Here we have configured only development environment but, we can also configure other environments using attributes production: & test:

As of now, we are done with the db configuration part. Now let us create migration using knex cli:

**knex migrate:make employee –x ts**

This will create migrations directory in project root folder and in that folder you will find a migration file for the employee.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASYAAABZCAIAAAAcpR4tAAAAAXNSR0IArs4c6QAADzlJREFUeF7tXW9oHMcV34ScXdtJnbZYe3aikqRNDKnRckiKWnBKSbGiiDWlCbRNQz+IPUoL4ejfQDl/KKX3oSklIFIK4Q5B0pKSFpri5aoKGgI25I9k1BUhkLiQFNvybfrHaR3LaURE35uZ3Z3d27vb3dtbaX1v8Qefbmbem9/Mb+fN7N7vXXf58mWFLkKAEMgKgeuzMkR2CAFCABEgytE8IAQyRYAolyncZIwQIMrRHCAEMkUgPcptZeo3GSMEcopAWpTbfPO5Eyeesa7GgsFeqlVqS3asOqzwWqPiVsT/N6zQNhK3H98jqkEIREQgLcoV7vrS1z/z9tO1uKyL6CYVIwSuFQTSopyi7Ln74R8YwLrHf/t6vLUuAZRjxvx8dVpNUJOqEALbjEB6lIOOMNbddbaRBeu2GTcyTwgkRCBVyiVkHW65xLXgbsrwj401r1f2orTv67x/w2LiSrRLTAgjVSMEoiKQNuVk1p08H8EL26zVlfI8uwxttVHxWBehtr8I8K3WLELQyS79XN1McDQT2ypVIATiIDAAyqH5PXt2bW5c3YziiVZ2d2WaUdaU1ZXw48febVlm09bKhiZKakZVp+1eb9ioRLYIDIByV996fv6Jl0aMH3/l9gh9UUdlWuCnlp1sbbLtlqJNjEWwSUUIge1DIG3KuXyb0/ZsX6/IMiGwYxFIlXJ9881eXbbVSc1Z91rr3nrXuhhl7bNWpBMXxT4Xpc6OHRty7JpEID3KbZ43eTwZb32D4xPn3RF7qd601XHOOFUbV+2mKfZ1a43Gai/81Wm9pFh1900Uq1FPuivsZYq+JwQSI5AW5TatXz9xKjbfkFp6edTkx/o1U5mtVmfEGqfOlHXVgre58DozUZ3tfRSizc0bJadKZWWCjk8SzwuqODAErkvtV+HwWnNa/B1Yb6lhQmDbEUiPJem1tO2gkAOEwOAQIKIMDltqmRAIQYAoR9OCEMgUAaJcpnCTMUKAKEdzgBDIFAGiXKZwkzFCgChHc4AQyBQBolymcJMxQoAoR3OAEMgUAaJcpnCTMUKAKEdzgBDIFAGiXKZwkzFCgChHc4AQyBQBolymcJMxQiAnlGO6e7LGXvojl4GJ9J2mFvOHQE4olz9gyWNCIByB9H6imjuEQX+2rhggnpk7z8nhPCPQ3yp31frdcyv/7ZLm6uKpp/84+BQFeR4A8n3YEOhvlduyl35e+8vHHn6s/LlPtJP34qkn55/fuO+xx451kC2B7VNtebI8uSxklTVcc3Dx4TJB7CMfEF6y6orMgsCJIytUMgyl0YDlag7LWgsV+D/+ZVVRuZIK1nVkm1Wdt4HFPP0iZqiLCRBo8UwLE9WDZq3JBcQCfgZtDduUov52R6C/Ve56dfqH1S9eevbx+kv/Cqx1yDdTeaAz34RftnmS66ODNhBTCjo5WnU/houlI99as6wUVDtoBsW/Vhsr4+wrplxkNc/pQjK9qitmjbUJwkTzoAyNbGHC7AGQWEIE18R8uWj6EyQoqw1H1Z25Lfy0GjWzKMTeq/ohmnuEQAgC/VEOGgxlneDb9x79fE9ZLlD44lmr1OnjMPP9H8PE0u1F04JSnhBY1Sj5O6bquqTZrM25jEKhPmW9txi01TTtkuFqjSljBpiwzkgSfZ4DzG3uJ8pFu+LT6vQcZeMiyg2Ccu2si8G3doeKai+Sgoaso3XZYUQPBduAMFLI9olQsPtUsO11RRv3rXz4UeZqmwl+09BLIMtZ6SeTCU3Sax6Bvlc5jpC71v2yweLJKOtbJtjyp22w0+NRaAQxzH7cwngVIuR1pr7ZRwqhfnygujscgZQo57Luw9YNg+ebfcaSlM9xUep0McV1vcpOViJfqnrIH0bChhCiytCVLaRRdRq2mX2lEIrsKRXMIQLpUY6z7jvVb/Xev/WFkzarq7ZZXxSksxe7ZZFTDxUhM0GLG2QC7J7tzll+0MRqo+aYUFCeXdVne/HWXmq4VfrqIlW+lhFIlXLZAAWrCBw9NkW2VDg5DB6fyG7gyYcjmV5XdDmwdLde7vMGt6LfBHtiHik1ecvxih6yZzMX8milv+dyO6PH/Fkcfy5HFyGwwxHI4SoXRNRaWQ0eMO5w0Mm9YUYgh5SDQ0jvMBA+NOAxnfwgbpiHk/q+8xHIY2Apve0FAPtextr5gJOHw45AHik37GNG/c81AjkMLHONNzk/9AgQ5YZ+ChAA2SJAlMsWb7I29AgQ5YZ+ChAA2SJAlMsWb7I29AgQ5YZ+ChAA2SJAlMsWb7I29AgQ5YZ+ChAA2SJAlMsWb7I29AgQ5YZ+ChAA2SJAlMsWb7I29AgM4B3LC6811t4LAjtymzFeVLbeu/Dm26+89d6lvTdOffq2I7fcOPT4DzsAQ/hbxwFQ7m+vPnr6EkylDz7YfHdL2be7sO86Rbn18JP3bj3z7Osn31du/khh1+bmOx8qdx2556dHR7pMOp/AaynwI1Sfeqz3+1RZKLbDrwygWfMgU5X1Lqma76cJvuaguFaeN7hiXwRDvIzCFWzFFWrI/9sIUTL4Ewl7sVa7qPt+ievJ7LI6IT+qgJbNUUn3NuC3151t4j5RLk3gXzPNn5zfbTx07P4D2OyV5RfmzmxMTd33/dJeRdl45Q8v/MLeW3nkvqM3dTAKUiKrmiEmq5CLdeau/NH3lbXQUBzhSpyjzaKUdcCb7kLIWabBIU5pVkb8XxDr3HGHZpKnXQ2JcvyWIdmSGw8Y8oEQmIjerSdw3wHKgdJuqEaE1FdZahqUk5YWi9McVcbY7WXd9lIOZ8gZSQQ8zenfsa3s9nK7dhcKivLGhXPvboI3e6dmv7DwyD1T+zr3Up12+IarC8iWuMJefvVYzShrdtMUouqeUKyizuiaYq2sOcQCYSJFr6IstN/ommnamiF0HNTpMmgNmUtCl6h1ThIokqtJirRBQ6IYiBSta5psq5shqW17yZTVjVDsCFWl2yVe7HUhpNQGIigr4era3ldAUvAN6ozpAEVrvUMPM5l/Q2gkO8oVjhz+9oHClfNnv7nQ/O7vXz39T2XfTTcWkti3rTN+9djOWl3yiKozMAVDFJRRMK804QmnqCqqgnnz0BVgjjU9rEa9pZf1UXlh7GHIWRtRK1r3HB1DunXUdQmX+kNhP3/kHMt5X2FYCoTyrpziDwVCa0trKBPKLpYiApZN+SNvhpe0maIovzorfMq2vGKiBckrNOQkpZAaDrTsSgZX0IEAAqxRUHxjYr/O93Jb7VWSYyjXTDLlE1q+fuToQ8eeOn7H1w4U3v33O/MnX3z0T2evRG1LphmuPMVD0vIRJInT6BrolmsTklh6mDWUwVQPFqWviqPuvR81z/mYsGnlLJjBdoKGUB6iNSuU353CXQ25LQaWuK74gHA1ZEdwlKjbJlUvbJkeoab79rTBOiL0Esq7eqsugxA9nwRg6CRxgNsH+BzGOmAI2wg4xkCBl097VZtU7eVVjzTeXVIkb5GqOC2LkJV/g1klAhRidyVQfIMNMOr98uQwbE8hVIblKdELyjjfZ0i5jf9cubyx6+DdD3752MLcxDf2K+/8/e3T/4jkLGLRa3K0TZalWt1SZyG27ONiMrDiKmuWb8K5VAoa4iOXbJFBrVt5ievqOxOHdmYbZDiJeF921iI8jOmRXs8ym4qTNIIrwMuiujHySWhlN8DAjYDI4iD3jt9rql4CCYzw7WUmEoyJHyS9YBCYErKikD1C8W5tcn4IaM3dLPAQ2kfanjdfdcYYUE6J7Ch3Yfnlud+8+Ku1DextYeTIAdjZbV35X08+oAplYx1uRTFyL2J8wpLgJJv34T6NGXBTtE76FpN2Q/AX9Dahwh9McTuQDqEnQKwA3BsgX5dpdlqH5VYwUmXX+AqGVF3kbv2LPK7zXoawdr+65JPwB+ehGwGI5dVJ39aXLW4iwh+b0AT9IHxdsURJDBxsVzsU/BNp0iCahXqOfimGAW66sy5wMmJja07IGg36uKVuiFshcflbJu+4/603/vzyC6/9tbBL+fDS+1uF/bcc7Z4Ryjlkn/cFPxj4LcOmf8yJLVnKm0nnEzvfg/OGarT1DeXQ7YtwDuFGqm2Ba4c+hxlCziiw4FRMrxKMYhNz0PU2xAJU8RAiMdDRK+JNBI7sLHumyw1dyp4XveX0S2oTpYa5asPZD0SV2nHDHa2OJ64JdKjwZqRgLF2p+NIGptqdAa5yt47d+aOjnyp91PF3753GI/f+bKo4pe4vqR9/aGriqa+WRrrYZ3wLW6lckrihnXeDRBrEXBKLB/0ZsJDA4TtA3Ds5xxUdDPGEdVK8B5sFTIWHS3RPQ8GDnFgj7Uu1Fatm58K4SfaOfFNqVGGJIvwLGq7To04Y6Q6rBeXg9sovUK1XMBcFRJXu6IRkjxCl21uL7D0es+F4pd9x7sIAKXfzJw+Xjtwxslvqa2H/7aUJ44HPwr8HS8V9XY2zXY0ResvnOQOcwww4G4TbHr9Psyg/cGzRC2t8luAlOeDH684OEA7o3VAND+tdjdq0DQnnY2ng2ksLbpSLbofM47a+24sNLzJmSRq6Zg6DtUWx6l6g5aveC1jpezg+8Q4Yw40KvXrXFuuRvK2FOFNZthZXLOl4GYNwbybg6ahIC8GCUrPu9RWeo/LHSHiM6Wx6fSkroLKHZ4y+xS2aXWAZ1zNxHOffPIgoAnMGKHz5x/uf90YIHjBavqguitAlxk5wOlZpYmv+p+Qw4YQV1tC8iMDYJiddQzwjpBseR4JrXYpgg2/nhDcAwa0c9fZ8Dg4nNIZSge20aA6szERyzV8I7oOjJmYdC0HYLRmwhdGBb0MBGTmVWrOlyzsGCAXL8EDf9Q+Gcpob4VPEnQs4rO2O47FKDXuHUSikEPSw6YlMAhR4lQG88JXYF6p4TSIQTMKevJPb8rJIcnc71CTKpQ5pLhv0vc4qepDSwUlqlGMNjQdejs0f2kS5/I1ZzjxOi3L4RigkWIrxrGhnAjXA45Od2WHyKocIsCds8AKd96A8h51wXKZVLseDR67nEQFa5fI4auRzjhEgyuV48Mj1PCJAlMvjqJHPOUaAKJfjwSPX84gAUS6Po0Y+5xgBolyOB49czyMCRLk8jhr5nGMEiHI5HjxyPY8IEOXyOGrkc44RSI9yWzlGgVwnBDJDIC3Kbb753IkTz1hXM3PcZ4gJpHXR8MjcK/wdZGfpOM8dWRwucyfJ4LYg8H/RP52615L0kQAAAABJRU5ErkJggg==)

This migration file will contain the schema of the table.

import { Knex } from "knex";

export async function up(knex: Knex): Promise<any> {

   return knex.schema.createTable('employees', function (table) {

        table.increments();

        table.string('fname').notNullable();

        table.string('lname').notNullable();

        table.string('phone',15).notNullable().unique();

        table.date('dob').notNullable();

        table.float('salary').notNullable();

        table.timestamps();

    })

}

export async function down(knex: Knex): Promise<void> {

}

Now perform migration with the help of following command:

**knex migrate:up**

This will migrate the employees table to the configured database.

**Create Dao layer for CRUD operations**

This layer is responsible for performing CRUD related operations using knex. Create a dao file for employee as **EmployeeDao.ts** in dao directory
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Content of **EmployeeDao.ts:**

import {Employee} from '../models/Employee';

import { DbConfig } from '../config/database';

import knex from "knex";

const db=knex(DbConfig);

export class EmployeeDao{

    async findAll(): Promise<Employee[]>{

        try {

            const employees:Employee[]=await db<Employee>('employees').select();

            return employees;

        } catch (error) {

            throw error;

        }

    }

    async find(limit: number,offset: number): Promise<Employee[]>{

        try {

            const employees:Employee[]= await db<Employee>('employees').select().limit(limit).offset(offset);

            return employees;

        } catch (error) {

            throw error;

        }

    }

}

**Create Service layer**

This layer is responsible for executing business logics. Create a service for employee as **EmployeeService.ts** in services directory
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Content of **EmployeeService.ts:**

import { EmployeeDao } from "../dao/EmployeeDao";

import { Employee } from "../models/Employee";

export class EmployeeService{

    private employeeDao: EmployeeDao=new EmployeeDao();

    async findAll(): Promise<Employee[]> {

        try {

            const employees:Employee[] = await this.employeeDao.findAll();

            return employees;

        } catch (error) {

            throw error;

        }

    }

    async find(pageNo: number, limit: number): Promise<Employee[]> {

        try {

            const offset:number = (pageNo - 1) \* limit;

            const employees:Employee[] = await this.employeeDao.find(limit, offset);

            return employees;

        } catch (error) {

            throw error;

        }

    }

}

**Create Controller layer**

This layer is responsible for handling request and response. Create a controller for employee as **EmployeeController.ts** in controllers directory.
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Content of **EmployeeController.ts**

import { Request, Response } from 'express';

import { Employee } from '../models/Employee';

import { EmployeeService } from '../services/EmployeeService';

export class EmployeeController {

    private employeeService: EmployeeService;

    constructor() {

        this.employeeService = new EmployeeService();

        this.find = this.find.bind(this);

        this.findAll = this.findAll.bind(this);

    }

    async findAll(request: Request, response: Response): Promise<Employee[] | Response> {

        try {

            const employees:Employee[] = await this.employeeService.findAll();

            return response.status(200).json(employees);

        } catch (error) {

            console.log(error);

            return response.status(500).json(error.message);

        }

    }

    async find(request: Request, response: Response): Promise<Employee[] | Response> {

        try {

            const employees: Employee[] = await this.employeeService.find(parseInt(request.params.pageNo), parseInt(request.params.limit));

            return response.status(200).json(employees);

        } catch (error) {

            console.log(error);

            return response.status(500).json(error.message);

        }

    }

}

**Create Routing**

In **routes** directory create a routing file for employee controller **employeeroutes.ts**

Content of **employeeroutes.ts**

import { EmployeeController } from "../controllers/EmployeeController";

import { Router } from "express";

const employeeRouter = Router();

const employeeController:EmployeeController=new EmployeeController();

employeeRouter.get('/', employeeController.findAll);

employeeRouter.get('/page/:pageNo/limit/:limit', employeeController.find);

export default employeeRouter;

Now get back to index.ts file and use routes there

import express from 'express';

import employeeRouter from './src/routes/employeeroutes';

const server = express();

server.use(express.json());

server.use(express.urlencoded({ extended: true }));

const PORT = 9000;

server.use('/api/employees',employeeRouter);

server.get('/', (req, res) => res.send('Express + TypeScript Server'));

server.listen(PORT, () => {

    console.log(`⚡️[server]: Server is running at http://localhost:${PORT}`);

});

Now open the terminal and execute following command to run the project:

**npm start**

Test these APIs on postman

**Dependency Injection**

**InversifyJS** is a lightweight inversion of control (IoC) container for TypeScript and JavaScript apps. An IoC container uses a class constructor to identify and inject its dependencies. InversifyJS has a friendly API and encourages the usage of the best OOP and IoC practices.

Download with npm inversifyjs  
**npm install inversify**

In our case EmployeeController is dependent on the object of EmployeeService and the object of EmployeeService is dependent on the object of EmployeeDao. We will inject these dependencies with the help of IOC Container provided by inversify. So, for that purpose we have to declare them **injectable** and when we need these dependencies we will simply **inject** them.  
  
inversifyJs provides some decorators like **@injectable** and **@inject**

⚠️ **Important!** InversifyJS requires TypeScript >= 2.0 and the **experimentalDecorators option set to true** in your **tsconfig.json** file.

InversifyJS requires a modern JavaScript engine with support for:

* [Reflect metadata](https://rbuckton.github.io/reflect-metadata/)
* [Map](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Map)

We also need to install a library which is required for dependency injection: **reflect-metadata**

**npm install reflect-metadata**

let us start by making our dao as injectable. Just place a decorator @injectable on dao to make it injectable into another classes:

import {Employee} from '../models/Employee';

import { DbConfig } from '../config/database';

import knex from "knex";

import { injectable } from 'inversify';

const db=knex(DbConfig);

@injectable()

export class EmployeeDao{

    async findAll(): Promise<Employee[]>{

        try {

            const employees:Employee[] =await db<Employee>('employees').select();

            return employees;

        } catch (error) {

            throw error;

        }

    }

    async find(limit: number,offset: number): Promise<Employee[]>{

        try {

            const employees:Employee[]= await db<Employee>('employees').select().limit(limit).offset(offset);

            return employees;

        } catch (error) {

            throw error;

        }

    }

}

Now we will inject the EmployeeDao dependency in EmployeeService and make EmployeeService injectable in order to inject it into EmployeeController.  
To inject the dependency, use **@inject** decorator and in the parameter we pass the symbol that will be used to identify the dependency which we want to inject.

Define the symbols for the dependencies:  
Create a folder named **types** in **src** directory. In **types** folder create another folder **DependencyInjectorSymbols .** In this folder create a file symbols.ts

Content of symbols.ts:

const TYPES = {

    EmployeeService: Symbol('EmployeeService'),

    EmployeeDao: Symbol('EmployeeDao'),

    EmployeeController: Symbol('EmployeeController'),

};

export default TYPES;

( this is similar to java where we assign a name to a bean. This name is used to identify the bean. Here in inversify, instead of name we are assigning symbol to identify them )

Now update EmployeeService.ts as follows:

import { inject, injectable } from "inversify";

import { EmployeeDao } from "../dao/EmployeeDao";

import { Employee } from "../models/Employee";

import TYPES from "../types/DependencyInjectorSymbols/symbols";

@injectable()

export class EmployeeService{

    private employeeDao: EmployeeDao;

    constructor(@inject(TYPES.EmployeeDao) employeeDao: EmployeeDao) {

        this.employeeDao = employeeDao;

    }

    async findAll(): Promise<Employee[]> {

        try {

            const employees:Employee[] = await this.employeeDao.findAll();

            return employees;

        } catch (error) {

            throw error;

        }

    }

    async find(pageNo: number, limit: number): Promise<Employee[]> {

        try {

            const offset:number = (pageNo - 1) \* limit;

            const employees:Employee[] = await this.employeeDao.find(limit, offset);

            return employees;

        } catch (error) {

            throw error;

        }

    }

}

Here we are injecting the employeeDao as dependency by telling @inject that inject the dependency mapped by TYPES.EmployeeDao symbol which was declared in symbols.ts and later on, we will configure that actually whose object we need to inject for each symbol.

Now inject the EmployeeService dependency in EmployeeController.   
Update EmployeeController.ts as follows:

import { Request, Response } from 'express';

import { inject, injectable } from 'inversify';

import { Employee } from '../models/Employee';

import { EmployeeService } from '../services/EmployeeService';

import TYPES from '../types/DependencyInjectorSymbols/symbols';

@injectable()

export class EmployeeController {

    private employeeService: EmployeeService;

    constructor(@inject(TYPES.EmployeeService) employeeService: EmployeeService) {

        this.employeeService = employeeService;

        this.find = this.find.bind(this);

        this.findAll = this.findAll.bind(this);

    }

    async findAll(request: Request, response: Response): Promise<Employee[] | Response> {

        try {

            const employees:Employee[] = await this.employeeService.findAll();

            return response.status(200).json(employees);

        } catch (error) {

            console.log(error);

            return response.status(500).json(error.message);

        }

    }

    async find(request: Request, response: Response): Promise<Employee[] | Response> {

        try {

            const employees: Employee[] = await this.employeeService.find(parseInt(request.params.pageNo), parseInt(request.params.limit));

            return response.status(200).json(employees);

        } catch (error) {

            console.log(error);

            return response.status(500).json(error.message);

        }

    }

}

Now we will configure the inversify ioc container that for which symbol we need to inject whose object. For that purpose create a file inversify.config.ts in config directory

Content of inversify.config.ts

import { Container } from 'inversify';

import { EmployeeDao } from '../dao/EmployeeDao';

import { EmployeeService } from '../services/EmployeeService';

import TYPES from '../types/DependencyInjectorSymbols/symbols';

const container: Container = new Container();

container.bind<EmployeeService>(TYPES.EmployeeService).to(EmployeeService).inSingletonScope();

container.bind<EmployeeDao>(TYPES.EmployeeDao).to(EmployeeDao).inSingletonScope();

export default container;

here you can clearly observe that we have binded each symbol to the particular dependency.

Also update the content of employeeroutes.ts

import { EmployeeController } from "../controllers/EmployeeController";

import { Router } from "express";

import container from "../config/inversify.config";

const employeeRouter = Router();

**const employeeController: EmployeeController = container.resolve<EmployeeController>(EmployeeController);**

employeeRouter.get('/', employeeController.findAll);

employeeRouter.get('/page/:pageNo/limit/:limit', employeeController.find);

export default employeeRouter;

now at last import the reflect-metadata library in index.ts file

import 'reflect-metadata';

import express from 'express';

import employeeRouter from './src/routes/employeeroutes';

const server = express();

server.use(express.json());

server.use(express.urlencoded({ extended: true }));

const PORT = 8000;

server.use('/api/employees', employeeRouter);

server.get('/', (req, res) => res.send('Express + TypeScript Server'));

server.listen(PORT, () => {

    console.log(`⚡️[server]: Server is running at http://localhost:${PORT}`);

});

Now run the application by command: **npm start**